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SUMMARY Secure computation is a kind of cryptographic techniques that enables to compute a function while keeping input data secret. Komano and Mizuki (International Journal of Information Security 2022) proposed a model of coin-based protocols, which are secure computation protocols using physical coins. They designed AND, XOR, and COPY protocols using so-called hand operations, which move coins from one player’s palm to the other palm. However, hand operations cannot be executed when all players’ hands are occupied. In this paper, we propose coin-based protocols without hand operations. In particular, we design a three-coin NOT protocol, a seven-coin AND protocol, a six-coin XOR protocol, and a five-coin COPY protocol without hand operations. Our protocols use random flips only as shuffle operations and are enough to compute any function since they have the same format of input and output, i.e., committed-format protocols.
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1. Introduction

Secure computation [13], [14] is a kind of cryptographic techniques that enables to compute a function while keeping input data secret. While secure computation is typically assumed to be implemented on computers, there exists a distinct line of research that focuses on implementing secure computation using everyday physical objects instead of computers, known as physical cryptography [3]. In physical cryptography, various everyday objects are used so far: a deck of cards [1], [2], a dial lock [9], a 15 puzzle [10], balls and bags [7], and so on. This paper focus on secure computation protocols using physical coins, which are known as coin-based protocols.

A model of coin-based protocols was proposed by Komano and Mizuki [5], [6]. In this model, secure computation is performed by manipulating a set of identical and indistinguishable coins. They designed coin-based protocols for elementary functions: a five-coin COPY protocol, a six-coin AND protocol, and a six-coin XOR protocol using hand operations, which move a bunch of coins from one player’s palm to another palm. Although hand operations are interesting operations specific to coin-based protocols, it cannot be executed when all players have their hands occupied. Consequently, when the number of players is small, it becomes difficult to compute large functions.

In this paper, we propose coin-based protocols for elementary functions without hand operations. In particular, we design a four-coin commitment conversion protocol, a three-coin NOT protocol, a five-coin COPY protocol, a seven-coin AND protocol and a six-coin XOR protocol without hand operations (see Table 1): In Table 1, “hand-free” refers to a protocol without hand operations, “coin” refers to the number of coins in the protocol, “swap” refers to the number of swap shuffles (also known as random bisection cuts in card-based cryptography) in the protocol, and “flip” refers to the number of random flips, which is the most fundamental shuffle in coin-based protocols, in the protocol. Since the input and output formats of our protocols are the same, we can compute any function by composing our protocols. In addition, our protocols require random flips only, which are easy to implement physically.

In Komano-Mizuki model [5], [6], a commitment was defined as the state in which the player held the coin in his hand. In our definition, a commitment to \( x \in \{0, 1\} \) consists of two coins where the top one is called a dummy coin and the bottom one is face-up if \( x = 1 \) and face-down otherwise. Thus, there are two types of commitments depending on whether the dummy coin is face-up or face-down. They are converted to each other by our commitment conversion protocol.
2. Preliminaries

2.1 Coin-Based Protocols

In this paper, we denote a face-down and face-up of a coin by • and ○, respectively. We use the encoding as follows:

\[ • = 0, \quad ○ = 1. \]

For two coins \( a, b \in \{•, ○\} \), \( a \) stacked on top of \( b \) is denoted as \( ab \). For example, \( • oo \) represents a stack of a face-down coin on top of a face-up coin. For \( c_1, c_2, \ldots, c_k \in \{•, ○\} \), a stack of \( c_k, c_{k-1}, \ldots, c_1 \) from the bottom is denoted by

\[ c_1 c_2 \cdots c_k \]

and this is called a \( k \)-coin bundle. For a positive integer \( k \), we denote the set of all \( k \)-coin bundles by \( B^k = \{•, ○\}^k \), and the set of all \( i \)-coin bundles for any \( i \leq k \) by

\[ B_i^k = \{\epsilon\} \cup \bigcup_{i=1}^{k} B_i^k \]

where the symbol \( \epsilon \) denotes the empty coin bundle, i.e., the 0-coin bundle. For example, \( B_{\leq 2} = \{\epsilon, •, ○, • •, ○ •, ○ ○, • • •, ○ ○ •, ○ ○ ○\} \).

A sequence of coin bundles is called a coin sequence, and the set of all coin sequences is denoted as \( S \). We define the set of \( k \)-coin sequences by

\[ S^k = \left\{(b_1, b_2, \ldots, b_k) \in S \left| \sum_{i=1}^{k} \operatorname{size}(b_i) = k \right. \right\} \]

where \( \operatorname{size}(b_i) \) is the number of coins in \( b_i \), defined by \( \operatorname{size}(b_i) = n \) if \( b_i \in B^n \) and \( \operatorname{size}(\epsilon) = 0 \). An empty coin bundle at the end of the coin sequence can be omitted.

For a coin bundle \( b \in B^k \), \( \top(b) \), \( \bottom(b) \), and \( \turn(b) \) denote the top of the coin bundle \( b \), the bottom of the coin bundle \( b \), and the flipped bundle \( b \), respectively. For a bundle of \( k \) coins \( c_1 c_2 \cdots c_k \in B^k \), we have

\[
\begin{align*}
\top(c_1 c_2 \cdots c_k) &= c_1, \\
\bottom(c_1 c_2 \cdots c_k) &= c_k, & \text{and} \\
\turn(c_1 c_2 \cdots c_k) &= \overline{c_k} \cdot \overline{c_2} c_1,
\end{align*}
\]

where \( \overline{c} \) denotes the flipped coin of \( c \in \{•, ○\} \). When a face-down coin • (resp. a face-up coin ○) is flipped, it becomes ○ (resp. •). For the empty coin bundle \( \epsilon \), we define

\[ \top(\epsilon) = \bottom(\epsilon) = \turn(\epsilon) = \epsilon. \]

For a bit \( a \in \{0, 1\} \), a commitment to \( a \) is a 2-coin bundle •a or a•, i.e., a coin bundle of a dummy coin on top of the coin \( a \in \{•, ○\} \). A commitment with a face-down dummy coin • is called a black commitment and a commitment with a face-up dummy coin ○ is called a white commitment.

For a coin sequence \( \Gamma = (b_1, b_2, \ldots, b_k) \in S^k \), we define visible sequence as \( \operatorname{vis}(\Gamma) = (\top(b_1), \top(b_2), \ldots, \top(b_n)) \).

For example, the visible sequence for the coin sequence \( \Gamma = (• •, • ○, ○ •, ○ • •) \) is \( \top(\Gamma) = (•, ○, ○, •) \). The set of all visible sequences of \( k \)-coin sequences is defined by \( \operatorname{Vis}^k = \{\top(\Gamma) | \Gamma \in S^k\} \).

A coin-based protocol \( P \) is defined by a four-tuple \( P = (k, U, Q, A) \) as in the model of card-based protocols [11]. Here, \( k \) is the number of coins used in the protocol, \( U \subseteq S^k \) is the set of input coin sequences, \( Q \) is the set of states including the initial state \( q_0 \in Q \) and final state \( q_f \in Q \), \( A : (Q - \{q_f\}) \times \operatorname{Vis}^k \rightarrow Q \times \text{Action} \) is the action function. We define the set of possible actions in the following.

We can observe that it is enough to have \((k+1)\) positions on the table to deal with \( k \) coins. This implies that any \( k \)-coin sequence can be naturally identified with \((k+1)\) coin bundles by inserting empty coin bundles. Let \( \Gamma = (b_1, b_2, b_3, \ldots, b_{k+1}) \in S^k \) be the current coin sequence. In this paper, we use a set of actions as follows:

**Move** \((\text{move}, n, i, j)\): Here, \( 1 \leq n \leq \operatorname{size}(b_i), i, j \in \{1, 2, \ldots, k+1\}, i \neq j \). The top \( n \) coins of the coin bundle \( b_i \) is moved to the top of the coin bundle \( b_j \).

For a coin sequence \( \Gamma = (\ldots, b_i^0 b_i^1, \ldots, b_j, \ldots) \) with size(\( b_j \)) = \( n \), this operation results in the coin sequence \( \Gamma' = (\ldots, \cdots, b_i^0 b_i^1, \ldots, b_j, \ldots) \).

**Flip** \((\text{flip}, i)\): Here, \( i \in \{1, 2, \ldots, k+1\} \). The coin bundle \( b_i \) is flipped. For a coin sequence \( \Gamma = (\ldots, b_i, \ldots) \), this operation results in the coin sequence \( \Gamma' = (\ldots, \turn(b_i), \ldots) \).

**Random flip** \((\text{rflip}, i)\): Here, \( i \in \{1, 2, \ldots, k+1\} \). The coin bundle \( b_i \) is flipped with probability 1/2. For a coin sequence \( \Gamma = (\ldots, b_i, \ldots) \), this operation results in the coin sequence \( \Gamma' = (\ldots, \turn(b_i), \ldots) \) with probability 1/2.

2.2 Extended Diagrams

In this paper, we use extended diagrams [8] to show the correctness and security of a protocol, which is based on the idea of KWH tree [4] and used in coin-based protocols [5], [6] (see [5], [6], [8] for the detail of extended diagrams). See Fig.1 for an example of an extended diagram. Each node represents a state of the protocol, and an arrow represents a transition by an action from a current state to the next state. In particular, the root node represents an initial state and the protocol starts with it. A branching occurs when a move operation results in two possible visible sequences. When the protocol reaches a leaf node, it terminates and outputs a coin bundle as output.

Each node has three columns: the left column represents the visible sequence of the current coin sequence, the middle column has possible coin sequences in the current state, and the right column has the probability traces, each corresponding to the coin sequence in the middle column. For the case of two-bit input, a probability trace for a coin sequence is denoted by a four-tuple \((a_{00}, a_{01}, a_{10}, a_{11})\), where \( a_{xy} \) denotes the conditional probability that the input is \((x, y) \in \{0, 1\}^2\) conditioned on the coin sequence.
Since we use $p_{00}$, $p_{01}$, $p_{10}$, and $p_{11}$ to denote the probability that the input is $(0,0)$, $(0,1)$, $(1,0)$, and $(1,1)$ respectively, the initial probability trace is either $(p_{00}, 0, 0, 0)$, $(0, p_{01}, 0, 0)$, $(0, 0, p_{10}, 0)$, or $(0, 0, 0, p_{11})$.

The correctness of a protocol can be checked by the fact that every leaf node has a coin bundle corresponding to the output in a fixed position. The security of a protocol can be checked by the fact that, for each node, the sum of all probability traces is $(p_{00}, p_{01}, p_{10}, p_{11})$, which means that it leaks no input information.

3. **NOT Protocol**

This section gives a three-coin NOT protocol. The input for this protocol can be either a black or a white commitment. It can output any color (black or white) of commitment depending on the coin placed in the first coin bundle at the beginning of the protocol. The following is the protocol procedure when both input and output are black commitments.

1. Arrange the coins as follows:

\[(\circ, \bullet, \circ)\]
Note that the output can be made a white commitment by setting the coin placed in the first coin bundle to \( \cdot \).

2. \((\text{move}, 2, 2, 1)\): Move the second coin bundle to the first coin bundle as follows:

\[
(\bullet a \circ \cdot, \epsilon).
\]

3. \((\text{flip}, 1)\): Flip the first coin bundle as follows:

\[
(\bullet a \circ \cdot, \epsilon).
\]

4. \((\text{move}, 2, 1, 2)\): Move upper two coins of the first coin bundle to the second position as follows:

\[
(:, \circ a, \bullet).
\]

Output the second coin bundle as the resulting commitment and terminate the protocol.

Correctness follows from the description of the protocol. Security follows from the fact that the input coin (the coin of \( a \)) has never appeared on the top of the coin bundle.

We note that an \( n \)-input NOT protocol can be executed with a single flip operation by combining \( n \) commitments into a single bundle.

4. **Commitment Conversion Protocol**

This section gives a commitment conversion protocol, which converts a black commitment \( \bullet a \circ \cdot \) into a white commitment \( a \circ \cdot \). To convert a white commitment to a black commitment, we can initially set the coin in the third coin bundle to \( \circ \).

1. Arrange the coins as follows:

\[
(:, \bullet a, \bullet).
\]

Note that when the input is a white commitment, the coin to be placed in the third coin bundle is \( \circ \).

2. Apply the NOT protocol (from a black commitment to a white commitment) to the first and second coin bundles as follows:

\[
(:, \circ a, \bullet).
\]

3. Apply the NOT protocol (from a white commitment to a white commitment) to the second and third coin bundles as follows:

\[
(:, a \circ \cdot, \bullet).
\]

The second coin bundle is the output commitment of the protocol.

Correctness follows from the description of the protocol. Security follows from the fact that the input coin (the coin of \( a \)) has never appeared on the top of the coin bundle.

We note that an \( n \)-input commitment conversion protocol can be also constructed by the \( n \)-input NOT protocol.

5. **COPY Protocol**

This section gives a five-coin COPY protocol, which takes a commitment as input and outputs two copies of the input commitment. This protocol is based on the Komano-Mizuki COPY protocol. Recall \( \bullet = 0 \) and \( \circ = 1 \). We note that our protocol is applicable to white input commitments by replacing \( \bullet \) with \( \circ \) and \( \circ \) with \( \bullet \) in the initial state.

1. Arrange the coins as follows:

\[
(0a, \bullet 0a, \epsilon).
\]

2. \((\text{move}, 3, 2, 1)\): Move the second coin bundle to the first coin bundle as follows:

\[
(\bullet 0a0a, \epsilon, \epsilon).
\]

3. \((\text{rflip}, 1)\): Apply a random flip to the first coin bundle as follows:

\[
(\bullet 0a0a, \epsilon, \epsilon) \rightarrow (a'0a0a, \epsilon, \epsilon),
\]

where \( r \in \{0, 1\} \) is a uniformly random bit chosen by the random flip and \( a' = a \oplus r \).

4. \((\text{move}, 2, 1, 2)\): Move the top two coins of the first coin bundle to the second position as follows:

\[
(a'0a, \epsilon, \epsilon).
\]

If \( a' = \bullet \), go to Step 5. Otherwise, go to Step 6.

5. \((\text{move}, 2, 1, 3)\): Move upper two coins of the first coin bundle to the third position as follows:

\[
(\circ, a, r, \bullet, \bullet).
\]

Output the second and third coin bundles as the copy result and terminate the protocol. (Note that \( a = r \) in this case.)

6. \((\text{move}, 2, 2, 1)\): Move the second coin bundle to the first coin bundle as follows:

\[
(\bullet r \circ r0, \epsilon, \epsilon).
\]

7. \((\text{flip}, 1)\): Flip the first coin bundle as follows:

\[
(\bullet a r, \circ r, \epsilon).
\]

8. \((\text{move}, 2, 1, 2)\): Move upper two coins of the first coin bundle to the second position as follows:

\[
(\bullet r0, \bullet r, \epsilon).
\]

9. \((\text{move}, 2, 1, 3)\): Move upper two coins of the first coin bundle to the third position as follows:

\[
(\circ, \bullet r, \bullet r).
\]

Output the second and third coin bundles as the copy result and terminate the protocol. (Note that \( a = \overline{r} \) in this case.)

Correctness follows from the description of the protocol. Security follows from the fact that \( a' = a \oplus r \) distributes uniformly at random since \( r \) is a uniformly random bit.
6. **AND Protocol**

This section gives a seven-coin AND protocol, which takes •a and •b as input, and outputs o(a ∧ b). We note that our protocol is applicable to white input commitments by replacing • with o and o with • in the initial state.

1. Arrange the coins as follows:
   \[(0_o, •a, o, •b).\]
2. Apply the NOT protocol to the third and fourth coin bundles as follows:
   \[(0_o, •a, o, \overline{b}).\]
3. (move, 1, 3, 1): Move the third coin bundle to the first coin bundle as follows:
   \[(o_o o, •a, \epsilon, \overline{b}).\]
4. (move, 2, 2, 1): Move the second coin bundle to the first coin bundle as follows:
   \[(o a o, o, o, \overline{b}).\]
5. (move, 2, 4, 1): Move the fourth coin bundle to the first coin bundle as follows:
   \[(o a o, o, o, \overline{b}).\]
6. (rflip, 1): Apply a random flip to the first coin bundle as follows:
   \[(o a o, o, o, \overline{b}).\]
   where \(r \in \{0, 1\}\) is a uniformly random bit chosen by the random flip, \(a' = a \oplus r\), and \((c, d) = (\overline{b}, 0)\) if \(r = 0\) and \((c, d) = (1, b)\) if \(r = 1\).
7. (move, 3, 1, 2): Move upper three coins of the first coin bundle to the second position as follows:
   \[(a' o d o, o, o, o, \epsilon, \epsilon).\]
   If \(a' = •\), go to Step 8. Otherwise, go to Step 10.
8. (move, 1, 1, 2): Move the upper coin of the first coin bundle to the second coin bundle as follows:
   \[(o a o, o, o, o, \epsilon, \epsilon).\]
9. (move, 2, 1, 3): Move upper two coins of the first coin bundle to the third position as follows:
   \[(o, •a c, o d, \epsilon).\]
   Output the third coin bundle as the resulting white commitment and terminate the protocol.
10. (flip, 2): Flip the second coin bundle as follows:
    \[(o o, d o, o, \epsilon).\]
11. (move, 2, 2, 3): Move upper two coins of the second coin bundle to the third position as follows:
    \[(o o d o, o, \epsilon).\]

Output the third coin bundle as the resulting white commitment and terminate the protocol.

See Fig. 1 for the extended diagram of our AND protocol. The correctness follows from the fact that all leaf nodes have the output commitment \(o(a \land b)\) at the third position. The security follows from the fact that, for each node, the sum of the probability traces is \((p_{00}, p_{01}, p_{10}, p_{11})\), which means that it leaks no input information.

Some readers familiar with card-based cryptography will notice the similarities between our protocol and the Mizuki-Sone’s AND protocol [12]. We note that our protocol has more steps compared to Mizuki-Sone’s AND protocol due to the move and flip operations. If successive move/flip operations can be considered as one step, our protocol can be executed with almost the same number of steps as Mizuki-Sone’s AND protocol.

7. **XOR Protocol**

This section gives a six-coin XOR protocol, which takes •a and •b as input, and outputs •(a ⊕ b). We note that our protocol is applicable to white input commitments by replacing • with o and o with • in the initial state.

1. Arrange the coins as follows:
   \[(o, o, •a, •b).\]
2. (move, 2, 3, 1): Move the third coin bundle to the first coin bundle as follows:
   \[(o a o, o, •b).\]
3. (move, 2, 4, 2): Move the fourth coin bundle to the second coin bundle as follows:
   \[(o a o, •b o, o, \epsilon).\]
4. (move, 3, 2, 1): Move the second coin bundle to the first coin bundle as follows:
   \[(•b o, o a o, o, \epsilon).\]
5. (rflip, 1): Apply a random flip to the first coin bundle as follows:
   \[(•b o, o a o, o, \epsilon).\]
   where \((c, d) \in \{(b, a), (\overline{a}, \overline{b})\}\).
6. (move, 3, 1, 2): Move upper three coins of the first coin bundle to the second position as follows:
   \[(•d o, o o, o, \epsilon).\]
7. (flip, 2): Flip the second coin bundle as follows:
   \[(• d o, o, \epsilon).\]
8. (move, 3, 2, 1): Move the second coin bundle to the first coin bundle as follows:

\[(\circ \circ \circ, \circ, \circ, \circ)\]

9. (rflip, 1): Apply a random flip to the first coin bundle as follows:

\[(\bullet \circ \circ \circ, \circ, \circ, \circ) \rightarrow (\bullet \circ \circ \circ, \circ, \circ, \circ)\]

where \((e, f) \in \{(\overline{c}, d), (\overline{d}, c)\}\).

10. (move, 1, 1, 2): Move the upper coin of the first coin bundle to the second position as follows:

\[(\bullet \circ \circ \circ, \circ, \circ, \circ)\]

Output the third coin bundle as the resulting black commitment and terminate the protocol.

If \(e = \circ\), go to Step 11. Otherwise, go to Step 13.

11. (flip, 1): Flip the first coin bundle as follows:

\[\bullet \circ \circ \circ \rightarrow \bullet \circ \circ \circ\]

12. (move, 2, 1, 3): Move upper two coins of the first coin bundle to the third position as follows:

\[\circ \circ \circ \rightarrow \circ \circ \circ\]

Output the third coin bundle as the resulting black commitment and terminate the protocol.
13. (move, 2, 1, 2): Move upper two coins of the first coin bundle to the second coin bundle as follows:
\[
\bullet f \circ \circ \circ \epsilon, \epsilon, \epsilon, \epsilon.
\]

14. (move, 2, 1, 3): Move upper two coins of the first coin bundle to the third position as follows:
\[
\circ \circ \circ \epsilon, \bullet f, \epsilon.
\]

Output the third coin bundle as the resulting black commitment and terminate the protocol.

See Fig. 2 for the extended diagram of our XOR protocol. The correctness follows from the fact that all leaf nodes have the output commitment \( \bullet (a \oplus b) \) at the third position. The security follows from the fact that, for each node, the sum of the probability traces is \((p_{00}, p_{01}, p_{10}, p_{11})\), which means that it leaks no input information.

We note that compared to the card-based XOR protocol [12], our coin-based XOR protocol seems to be more complex. In fact, our protocol requires two random flips, while the card-based XOR protocol requires a random bisection cut. We left as an open problem to find out whether a coin-based XOR protocol with one random flip can be constructed or not.

8. Conclusion

In this paper, we have proposed several coin-based cryptographic protocols without hand operations: a three-coin NOT protocol, a five-coin COPY protocol, a seven-coin AND protocol, a six-coin XOR protocol, and a commitment conversion protocol. Since our protocols are committed-format protocols, we can compute any function by combining these protocols. An important open problem is to reduce the number of coins and the number of steps in these protocols. We also left as an open problem to find a non-trivial relationship between coin-based protocols and other physical cryptographic protocols such as card-based protocols.
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